**АНАЛИЗ**

**НА РЕШЕНИЕТО НА ЗАДАЧА**

**ОТБОР**

Тази задача всъщност много наподобява задачата за най-дълга нарастваща редица, но тук гледаме обща нарастваща подредица на две редици, които са пермутации.

Решението за 19 точки е стандартно динамично – пазим за всеки елемент, например във втората редица, дължината на най-дългата обща нарастваща подредица и обхождаме последователно, като за определянето на отговора за индекс, преглеждаме предните по-малки елементи и проверяваме дали и в двете редици се намира този елемент преди текущия. Сложността е .

Има две еквивалентни преобразувания, по които можем да добием представа какво точно трябва да правим. Нека представим данните като точки с абсциса – стойността на числото, а ордината индекса в първата редица, където се среща това число. Така ако обхождаме втората редица последователно отговора за текущо число геометрично ще представлява максималната редица от „нарастващи“ точки в правоъгълника от началото на координатната система до текущата точка. Другото преобразование ще е координатите да са индексите на даден номер в двете редици и за да направим същото решение трябва да обхождаме точките в нарастващ ред на номерата.

Решение за 48 точки - за примера от задачата:

Нанасяме точките с абсциса индекса+1 в първата редица, а ордината – индекса+1 във втората редица. Получава се следната картинка:![](data:image/png;base64,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)

Вижда се, че решенията са 2 – (3,5,6) и (3,5,7). Намирането на тези точки в правоъгълника (0;0) - (x;y) става като последователно (в реда на номерата) в двумерно дърво на Фенуик се поставя точките с най-дългата обща нарастваща редица, завършваща в тях. Такова решение, за да е успешно трябва да не ползваме двумерен масив за дървото на Фенуик, иначе ще трябва страшно много памет. Вместо това по едното измерение ще използваме unordered\_map. Така ще използваме само толкова памет, колкото ни е необходима (). Това решение ще хване повечето точки, но константата му е голяма заради unordered\_map. Сложността е .

Решение за 81 точки.

Тук абсцисата на точката ще е номер, а ординатата – индекса на номера в първата пермутация. Ще използваме индексно дърво по координатата х и за всеки връх в дървото ще си пазим подредени точките по координатата y. Имаме следните заявки към дървото – добавяне на нова точка и вземане на максимум с дадено ограничение за у. Това ни принуждава да пазим за даден връх в индексното дърво точките подредени по у в балансирано дърво. Най-лесно за писане и популярно е treap (деремида). Тя позволява бързо добавяне на нов връх, както и бърза заявка за максимум при дадено ограничение за число. Сложността е отново , но с по-малка константа.

Решение за 100 точки.

Можем да модифицираме и другия стандартен алгоритъм за най-дълга нарастваща подредица да работи и в този случай, когато имаме точки. Отново за всяка дължина ще държим най-подходящ кандидат и ще правим двоично търсене за определяна на дължината на най-дълга нарастваща подредица, завършваща в дадена точка. В случая обаче не е достатъчно да пазим само една точка за дадена дължина, а би трябвало за всяка възможна x-координата да пазим точката с най-малкия възможен y. Ако се замислим бихме могли да пазим по-малко кандидати за дадена дължина. Нека имаме две точки (x, y) и (z, t), за които x ≤ z и y < t. Лесно се вижда, че не ни трябва да пазим и двете точки – първата винаги е по-добра от втората. Така като следствие – за кандидатите на дадена дължина можем да получим, че ако ги подредим по нарастване на първата координата, то те ще намаляват по втората си координата. По този начин се улеснява процеса по отговаряне на въпроса на двоичното търсене. Като сме фиксирали дадена дължина и точка (x, y), то трябва да намерим точката с най-голяма първа координата, която е по-малка от x и да видим дали втората ѝ координата е по-малка от y. Няма нужда да гледаме точки кандидати с по-малка първа координата, защото техните втори координати ще са по-големи от y (поради начина, по който ги пазим). Затова всъщност за всяка дължина можем да пазим точките в set, за да отговаряме бързо на тези въпроси, а и защото като добавим точка кандидат е възможно да се наложи да махнем част от вече сложените точки. Крайната сложност е , но с много малка константа и много лесен код (защото при индекс за първа координата, нямаме повторения).
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